**DAY-6**

**CODE:**

#include "mainwindow.h"

#include <QPainter>

#include <QStack>

#include <QPaintEvent>

#include <QDebug>

#include <algorithm>

MainWindow::MainWindow(QWidget \*parent)

: QMainWindow(parent), canvas(400, 400, QImage::Format\_RGB32)

{

setFixedSize(400, 400);

initCanvas();

drawShapes();

}

MainWindow::~MainWindow(){}

void MainWindow::initCanvas()

{

canvas.fill(Qt::white);

}

void MainWindow::drawShapes()

{

QPainter painter(&canvas);

painter.setPen(Qt::black);

// --- Draw a rectangle outline ---

QRect rect(50, 50, 100, 80);

painter.drawRect(rect);

// --- Draw a circle (ellipse) outline ---

QRect ellipseRect(200, 50, 80, 80);

painter.drawEllipse(ellipseRect);

// --- Flood Fill: Fill the circle with red ---

QPoint circleSeed(ellipseRect.center());

floodFill(circleSeed.x(), circleSeed.y(), Qt::white, Qt::red);

// --- Boundary Fill: Fill the rectangle with green ---

QPoint rectSeed(rect.center());

boundaryFill(rectSeed.x(), rectSeed.y(), Qt::green, Qt::black);

QPolygon polygon;

polygon << QPoint(50, 200) << QPoint(150, 200) << QPoint(130, 300) << QPoint(70, 300);

painter.drawPolygon(polygon);

scanLineFill(polygon, Qt::blue);

}

// Flood Fill Algorithm (iterative using a stack)

void MainWindow::floodFill(int x, int y, const QColor &targetColor, const QColor &replacementColor)

{

if (targetColor == replacementColor)

return;

QStack<QPoint> stack;

stack.push(QPoint(x, y));

while (!stack.isEmpty()) {

QPoint p = stack.pop();

int px = p.x(), py = p.y();

if (px < 0 || px >= canvas.width() || py < 0 || py >= canvas.height())

continue;

if (QColor(canvas.pixel(px, py)) != targetColor)

continue;

canvas.setPixel(px, py, replacementColor.rgb());

stack.push(QPoint(px + 1, py));

stack.push(QPoint(px - 1, py));

stack.push(QPoint(px, py + 1));

stack.push(QPoint(px, py - 1));

}

}

// Boundary Fill Algorithm (recursive)

void MainWindow::boundaryFill(int x, int y, const QColor &fillColor, const QColor &boundaryColor)

{

if (x < 0 || x >= canvas.width() || y < 0 || y >= canvas.height())

return;

QColor currentColor = QColor(canvas.pixel(x, y));

if (currentColor == boundaryColor || currentColor == fillColor)

return;

canvas.setPixel(x, y, fillColor.rgb());

boundaryFill(x + 1, y, fillColor, boundaryColor);

boundaryFill(x - 1, y, fillColor, boundaryColor);

boundaryFill(x, y + 1, fillColor, boundaryColor);

boundaryFill(x, y - 1, fillColor, boundaryColor);

}

// Scan-Line Polygon Fill Algorithm

void MainWindow::scanLineFill(const QPolygon &polygon, const QColor &fillColor)

{

int yMin = canvas.height(), yMax = 0;

for (int i = 0; i < polygon.size(); i++) {

int y = polygon[i].y();

yMin = std::min(yMin, y);

yMax = std::max(yMax, y);

}

QPainter painter(&canvas);

painter.setPen(fillColor);

for (int y = yMin; y <= yMax; y++) {

QList<int> intersections;

for (int i = 0; i < polygon.size(); i++) {

QPoint p1 = polygon[i];

QPoint p2 = polygon[(i + 1) % polygon.size()];

if ((p1.y() <= y && p2.y() > y) || (p2.y() <= y && p1.y() > y)) {

int x = p1.x() + (y - p1.y()) \* (p2.x() - p1.x()) / (p2.y() - p1.y());

intersections.append(x);

}

}

std::sort(intersections.begin(), intersections.end());

for (int i = 0; i < intersections.size(); i += 2) {

if (i + 1 < intersections.size()) {

int xStart = intersections[i];

int xEnd = intersections[i + 1];

painter.drawLine(xStart, y, xEnd, y);

}

}

}

}

void MainWindow::paintEvent(QPaintEvent \*event)

{

floodFill(240, 90, Qt::white, Qt::red);

boundaryFill(100, 90, Qt::green, Qt::black);

scanLineFill(QPolygon({{50, 200}, {150, 200}, {130, 300}, {70, 300}}), Qt::blue);

QPainter painter(this);

painter.drawImage(0, 0, canvas);

}

**OUTPUT:**

![](data:image/png;base64,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)